## 1、简明Python教程

## 2、安装包

<https://www.python.org/downloads/windows/>

IDE：

IDLE

## 3、输出

print()

print(‘\*’, end=’’) #在同一行输出

注释

#

## 4、输入

input()

## 5、变量

四种基本类型：

字符串---表示一串字符，需要用’’或””引起来

整数

浮点数---就是小数

bool

变量的特性：

变量是能变的。所以在一次赋值操作之后，还可以继续给它赋予新的值，而且可以是不同类型的值

## 6、bool变量

True、False

关系运算符：

>、<、>=、<=、==、!=

逻辑运算符：

not、and、or

## 7、if的语法：

if 条件**:**

选择执行的语句

## 8、while的语法：

while 条件**:**

循环执行的语句

else:

条件语句为False时

## 9、引入模块的方法：

from 模块名 import 方法名

eg: from random import randint, choice

randint()用法：

randint(5, 10) – 产生一个5到10之间（包括5和10）的随机整数

choice()用法：

从一个list中随机挑选一个元素：

myStrList = ['left','mid','right']

print(choice(myStrList))

## 10、变量的命名规则：

第一个字符必须是字母或者下划线

剩下的部分可以下字母、数字、下划线

变量名称对大小写敏感

## 12、for循环的语法：

for iIndex in range(a, b)：

循环语句

else:

XXXX

从a循环到b-1。range产生一组整数序列

本质：

对一个序列中的元素进行递归

## 13、字符串

单引号（’）和双引号（”）：效果一样

三个引号（’’’或”””）：可以方便地使用单引号和双引号，并且可以直接换行

转义字符：\’、\”、[\\、\n](\\\\、\\n)

## 14、字符串格式化

两个字符串相加：+

字符变量与字符串相加：+

星号 (\*) 表示复制当前字符串，紧跟的数字为复制的次数

字符和数字不能直接相加。解决方案：

用str()把数字转换成字符串

用%对字符串进行格式化

**%d**—格式化整数

num = 18

print('My age is %d' % num)

print('My age is %d' % 18)

**%f**—格式化小数

**%.2f**—保留2位小数

**%s**—格式化字符串

strWeek = 'Friday'

print('Today is %s' % strWeek)

print('Today is %s' % 'Friday')

注意：有引号的表示一段字符，没有引号的就是一个变量，这个变量可能是字符，也可能是数字。但是一定要和%所表示的格式相一致。

## 16、字符串格式化2

格式化多个值的语法：

print("%s's score is %d" % ('Mike'**,** 86))

('Mike', 86)这种用()表示的一组数据在python中被称为元组（tuple）

## 17、类型转换

int(x) #把x转换成整数

float(x) #把x转换成浮点数

str(x) #把x转换成字符串

bool(x) #把x转换成bool值

## 18、bool类型转换：

在python中，以下数值会被认为是False：

为0的数字，包括0，0.0

空字符串，包括’’，””

表示空值的None

空集合，包括()，[]，{}

print(bool(-123)) #True print(bool("abc")) #True

print(bool("false")) #True print(bool("False")) #True

print(bool(0)) #False print(bool('')) #False

## 19、函数

自定义函数，关键字def，格式如下：

def sayHello()**:**

print('Hello')

def IsEqual(num1, num2):

if num1 > num2:

print('too big')

return False …

## 20、if、elif、else

示例：

def IsEqual(num1, num2):

if num1 > num2:

print('too big')

return False

elif num1 < num2:

print('too small')

return False

else**:**

print('bingo')

return True

## 25、list

打印：

print(list(range(1,7)))

遍历：

使用for ... in ...遍历：

myList = [23, 3.5, 'HaHa', False]

for item in myList:

print(item)

访问

下标从0开始，不能访问不存在的元素：

print('第1个元素是%d' % myList[0])

修改

修改某一个元素，直接给那个元素赋值就可以了：

myList[0] = 365

删除

使用del函数：

del(myList[0])

增加

使用append函数：

myList.append(1024)

## 27、list切片

list的索引操作

下标从0开始：

myStrList[0]

负数下标：

myStrList[-1]表示最后一个元素

myStrList[-3]表示倒数第3个元素

list的切片操作

切片操作符是在[]中提供一对可选数字，用**:**分割。

冒号前的数表示切片的开始位置

冒号后的数表示切片的结束位置

下标从0开始，同样也可以使用负数

注意：开始位置包含在切片中，结束位置不包含

如果不指定第一个数，切片从列表第一个元素开始

如果不指定第二个数，切片一直到最后一个元素结束

如果两个数都不指定，则返回整个列表的一个拷贝

## 28、字符串的分割

split()会把字符串按照其中的空格进行分割，分割后的每一段都是一个新的字符串，最终返回这些字符串组成一个list。

除了空格外，split()也会按照换行符\n，制表符\t等进行分割。默认按照空格进行分割。

注意：即使分割符后面没有其它字符，也会有一个字串被分割出来。

eg1：

str = 'Hello**,**world**,**haha**,**'

strList = str.split(',') # ['Hello', 'world', 'haha', '']

eg2：

str = 'Hello**,**world**,**haha'

strList = str.split(',') # ['Hello', 'world', 'haha']

## 29、连接list

join把list中的所有字符串连接成一个字符串。

注意：join是字符串的方法

strList = ['Hello', 'world', 'haha', '']

'#'.join(strList) #: Hello#world#haha#

注意：list只能是字符串的list时才可以

strList = ['Test',5,False,'String']

'$'.join(strList)

# TypeError: sequence item 1: expected str instance, int found

## 30、字符串的索引和切片

遍历：

使用for ... in ... 遍历：

strWord = 'Hello'

for szChar in strWord:

print(szChar)

索引访问：

使用[]加索引的方式，访问字符串的某个字符

strWord[0]

strWord[-1]

注意：字符串是常量，不能通过索引访问去更改其中的字符。

切片：

通过两个参数，截取一段子串

strWord[2:3] #：l

strWord[:-2] #：Hel

strWord[:] #：Hello

连接字符：

join也可以对字符串使用，作用就是用连接符把字符串中的每个字符重新连接成一个新字符串

'$'.join(strWord) #：H$e$l$l$o

## 35、break、continue

break

彻底跳出循环

continue

略过本次循环的余下内容，直接进入下一次循环

注意：无论是break还是continue，其改变的仅仅是当前所处的最内层循环的运行，如果外层还有循环，并不会因此跳出或略过

## 36、异常处理

语法：

try:

可能出现异常的语句

except:

当异常出现时如何处理

finally:

无论异常是否发生都必须执行的语句

示例：

try:

f = open('xx.txt')

print('open sucess')

#except:

# print('file not exists.')

except Exception as err: #把异常对象放到except组中，将异常错误信息准确输出

print(str(err))

finally:

#如果文件打开，才去关闭。locals()的作用是作用域内的局部变量集合

if 'f' in locals():

f.close()

## 37、字典

语法：

d = {key1:value1, key2:value2}

注意：

键必须是唯一的

键只能是简单对象，比如字符串、整数、浮点数、bool值

list不能作为键，但是可以作为值

字典中的键值对没有顺序，故无法用索引访问字典中的某一项，而是要用键来访问

遍历：

通过for ... in遍历：

dInfo = {'name':'张三', 'sex':'男'}

for key in dInfo:

print(dInfo[key])

修改：

如果要改变某一项的值，直接给这一项赋值：

dInfo['name'] = '李四'

增加：

增加一项字典项的方法是，给一个新键赋值：

dInfo['age'] = 18

删除：

删除一项字典项的方法是del：

del(dInfo['sex'])

新建空字典：

d = {}

## 38、模块

引入某个模块，就可以使用其中的函数和变量：

import random

eg：

random.randint(1, 10)

random.choice([1, 3, 5])

注意：函数前面要加上“random.”，这样python才知道是要调用random中的方法

想知道random中有哪些函数和变量，可以使用dir()方法：

dir(random)

如果只用到模块中某一个函数或变量，可以使用from ... import指明：

from math import pi

为了便于理解和避免冲突，可以给引入的方法换个名字：

from math import pi as math\_pi

print(math\_pi)

## 31、读文件

方法：

open方法，默认以只读模式打开文件，打开文件的时候指明编码

eg：

f = open('new 1.txt', 'r', encoding='utf-8') #打开文件，并没有得到其中的内容

data = f.read() #把文件内所有内容读进一个字符串中

print(data)

f.close() #关闭文件，释放资源

其它读取文件内容的方法：

readline() #读取一行内容

readlines() #把内容按行读取至一个list中

## 32、写文件

open函数的打开模式：

‘w’—写模式，原来文件中的内容会被新写入的内容覆盖掉，如果文件不存在，会自动创建

‘r’—读模式，默认模式，文件必须存在，否则引发异常

‘a’—追加模式，新写入的内容不会覆盖之前的内容，而是添加到文件中

eg：

data = """It is a Test.

你猜一下"""

f = open('text.txt', 'w')

f.write(data)

f.close()

文件读写的模式 ![](data:image/png;base64,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)

## 42、函数的默认参数：

当你没有提供参数时，这个参数使用默认值；如果你提供了，就用你给的：

eg：

def Hello(name = 'world'):

print('Hello ' + name)

Hello()

Hello('Python')

## 44、查天气

使用urllib.request下载：

eg：

import urllib.request

web = urllib.request.urlopen('http://www.baidu.com')

content = web.read()

如果编码有问题：

str = '\xe5\xae\x9d\xe9\xb8\xa1\xe5\xb8\x82'

print(str.decode('utf-8'))

json格式解析：

使用json模块提供的loads方法，将json数据转换成字典

eg：

data = json.loads(content)

weather = data['weatherinfo']['weather']

获取地区编码：

说明：

天气网的城市代码按层级放在很多xml为后缀的文件中。而这些所谓的xml文件不符合xml的格式规范，导致在浏览器中无法显示。

抓取省份列表：

http://m.weather.com.cn/data3/city.xml

抓取城市列表（用省份代码）：

http://m.weather.com.cn/data3/city%s.xml

抓取地区列表（用城市代码）：

http://m.weather.com.cn/data3/city%s.xml

保存成文件。

## 48、面向对象

类：

eg：

class MyClass:

name = 'Sam'

def sayHi(self):

print(('Hello, %s') % self.name)

调用：

mc = MyClass()

mc.sayHi()

注意：类方法和我们之前定义的函数区别在于，第一个参数必须是self。而在调用类方法的时候，通过“对象.方法名()”格式进行调用，而不需要额外提供self这个参数的值。self在类方法中的值，就是你调用的这个对象本身。

继承：

eg：

class Vehicle:

def \_\_init\_\_(self, speed): #构造函数

self.speed = speed #属性

def drive(self, distance): #方法

print('需要行驶%.2f小时' % (float(distance)/self.speed))

class Bike(Vehicle):

pass # pass：表示一个空的代码块

class Car(Vehicle):

def \_\_init\_\_(self, speed, fuel):

Vehicle.\_\_init\_\_(self, speed) #调用父类的构造函数

self.fuel = fuel

def drive(self, distance):

Vehicle.drive(self, distance) #调用父类的方法

print('需要耗油%.2f升' % (float(distance) \* self.fuel))

调用：

b = Bike(15)

b.drive(100)

c = Car(80, 0.012)

c.drive(100)

说明：

1、\_\_init\_\_是python的内置方法，函数名前后是两个英文下划线

2、class定义后面的括号里表示这个类继承于哪个类

3、Car类中，重新定义\_\_init\_\_和drive函数，这样会覆盖掉它继承自Vehicle的同名函数。我们依然可以通过”Vehicle.函数名”来调用它的超类方法，以此来获得它作为Vehicle所具有的功能。注意，因为是通过类名调用方法，而不是像之前一样通过对象来调用，所以这里必须提供self的参数值。

## 51、and-or

eg1：

a = 'heaven'

b = 'hell'

c = True and a or b #'heaven'

d = False and a or b #'hell'

eg2：

a = ''

b = 'hell'

c = True and a or b #'hell'

技巧：and-or真正的技巧在于，确保a的值不会为假。最常用的方式是使a成为[a]、b成为[b]，然后使用返回值列表的第一个元素：

eg3：

a = ''

b = 'hell'

c = (True and [a] or [b])[0] #'' #类似C++中的三元表达式

## 52、元组（tuple）

元组也是一种序列，与list类似，只是元组中的元素在创建之后不能被修改。同样有索引、切片、遍历等操作。

用法：

在print语句中：

print('%s is %d years old' % ('Mike', 23))

作为函数返回值：

def get\_pos(n):

return (n/2, n\*2)

得到这个函数的返回值有两种形式：

一种是根据返回值元组中的元素的个数提供变量：

x, y = get\_pos(50)

一种是用一个变量记录返回的元组：

pos = get\_pos(50) #pos[0]、pos[1]

## 53、正则表达式（区分大小写）

在Python的string前面加’r’，是为了告诉编译器这个string是原生字符串，不要转义。

最简单的正则表达式，没有特殊的符号，只有基本的字母或数字。它满足的匹配规则就是完全匹配。

import re

text = r'Hi, I am Shirley Hilton. I am his wife.'

m = re.findall(r'hi', text) #两个’hi’，分别来自’Shirley’和’his’

if m:

print(m)

else:

print('not match')

如果只想找到’hi’这个单词，而不把包含它的单词也算在内，就可以使用’\bhi\b’。\b在正则表达式中表示单词的开头或结尾，空格、标点、换行都算是单词的分割。而’\b’自身又不会匹配任何字符，它代表的只是一个位置。所以单词前后的空格标点之类不会出现在结果里。

m = re.findall(r'\bhi\b', text) #not match

m = re.findall(r'\bhi', text) #一个’hi’，来自his

[]在正则表达式中表示满足括号中任一字符。比如’[hi]’，它就不是匹配’hi’了，而是匹配’h’或’i’。

m = re.findall(r'[Hh]i', text) #四个’hi’，分别来自’Hi’、’Shirley’、’Hilton’和’his’

**‘.’**在正则表达式中表示除换行符以外的任意字符。

m = re.findall(r'i.', text) # ['i,', 'ir', 'il', 'is', 'if']

m = re.findall(r'.', text) # ['H', 'i', ',', ' ', 'I', ' ', 'a', 'm', ' ', 'S', 'h', 'i', 'r', 'l', 'e', 'y', ' ', 'H', 'i', 'l', 't', 'o', 'n', '.', ' ', 'I', ' ', 'a', 'm', ' ', 'h', 'i', 's', ' ', 'w', 'i', 'f', 'e', '.']

‘\S’表示 不是空白符的任意字符，注意是大写字符S

m = re.findall(r'\S', text) # ['H', 'i', ',', 'I', 'a', 'm', 'S', 'h', 'i', 'r', 'l', 'e', 'y', 'H', 'i', 'l', 't', 'o', 'n', '.', 'I', 'a', 'm', 'h', 'i', 's', 'w', 'i', 'f', 'e', '.']

‘\*’表示数量，表示前面的字符可以重复任意多次（包括0次），只要满足这样的条件，都会被表达式匹配上。该匹配为贪婪匹配，会匹配尽可能长的结果。

m = re.findall(r'I.\*e', text) # ['I am Shirley Hilton. I am his wife']

‘?’的匹配方式为懒惰匹配，匹配到最短的就停止。需要用’.\*?’

m = re.findall(r'I.\*?e', text) # ['I am Shirle', 'I am his wife']

练习：

从下面的一段文本中，匹配出所有s开头，e结尾的单词

site sea sue sweet see case sse ssee loses

答案：

m=re.findall(r'\bs\S\*e\b', text) # ['site', 'sue', 'see', 'sse', 'ssee']

## 57、匹配手机号

匹配手机号，就是找出一串连续的数字。更进一步，是11位，以1开头的数字。

步骤：

[]表示其中任意一个字符，所以要匹配数字，可以用[0123456789]

由于它们是连续的字符，可以简化为[0-9]，类似的还有[a-zA-Z]

还有另外一种表示数字的方法：\d

要表示任意长度的数字，就可以用[0-9]\*或\d\*

注意：\*表示的任意长度包括0，也就是没有数字的空字符也会被匹配出来。一个与\*类似的符号+，表示的则是1个或者更长

所以要匹配所有的数字串，应当用[0-9]+或\d+

如果要限定长度，就用{}代替+，大括号里写上你想要的长度。比如11位的数字：\d{11}

再把第一位限定为1，就在前面加上1，后面去掉一位：1\d{10}

## 58、正则表达式的元字符

\w—匹配字母、数字、下划线或汉字

\s—匹配任意的空白符

^--匹配字符串的开始

$--匹配字符串的结束

注意：大写其实就是小写的反义

\W—匹配任意不是字母、数字、下划线或汉字的字符

\S—匹配任意不是空白符的字符

\D—匹配任意非数字的字符

\B—匹配任意不是单词开头或结束的位置

[a]的反义是[^a]，表示除a以外的任意字符

[^abcd]就是除abcd以外的任意字符

？--重复0次或一次

{n,}—重复n次或更多次

{n,m}—重复n到m次

eg:

^\w{4,12}$--表示一段4到12位的字符，包括字母、数字、下划线或汉字，可以用来作为用户注册时检测用户名的规则

\d{15,18}表示15到18位的数字，可以用来检测身份证号

^1\d\*x?表示以1开头的一串数字，数字结尾有字母x，也可以没有。有的话就带上x。

如果确实要匹配.或者\*字符本身，而不是要它们所代表的元字符，那么就需要用\.或\\*。

比如”\d+\.\d+”可以匹配出123.456这样的结果。

## 59、匹配多种格式的手机号

写一个正则表达式，能匹配出多种格式的电话号码，包括

(021)88776543

010-55667890

02584453362

0571 66345673

一个可以匹配出所有结果的表达式是：\(?0\d{2,3}[\) -]?\d{7,8}。理论上会匹配到错误的数据。因为()是成对出现的。

一个是合并多条件的匹配：\(0\d{2,3}\)\d{7,8} **|** 0\d{2,3}[ -]?\d{7,8}

注意，使用”|”时，要特别注意不现条件之前的顺序。匹配时，会按照从左往右的顺序，一旦匹配成功就停止验证后面的规则。

## 60、随机数

random.randint(a,b)

生成一个a到b之间的随机整数，包括a和b。且a、b都必须是整数，且b>=a。

random.random()

生成0到1之间的随机浮点数，包括0但不包括1，即[0.0,1.0)。

random.uniform(a,b)

生成a、b之间的随机浮点数，a、b无需是整数，也不用考虑大小。

random.choice(sqe)

从序列中随机选取一个元素。seq需要是一个序列，比如list、元组、字符串。

eg：

random.choice([1, 2, 3, 5, 8, 13]) #list

random.choice('hello') #字符串

random.choice(['hello', 'world']) #字符串组成的list

random.choice((1, 2, 3)) #元组

random.randrange(start, stop, step)

生成一个从start到stop（不包括stop），间隔为step的一个随机数。start、stop、step都要为整数，且start<stop。

eg：

random.randrange(1, 9, 2) #就是从[1, 3, 5, 7]中随机选取一个。

start和step都可以不提供参数，默认是从0开始，间隔为1。但如果需要指定step，则必须指定start。

eg：

random.randrange(4) #[0, 1, 2, 3]

random.randrange(1, 4) #[1, 2, 3]

random.randrange(start, stop, step)其实在效果上等同于

random.choice(range(start, stop, step))

random.sample(population, k)

从population序列中，随机获取k个元素，生成一个新序列。sample不改变原来序列。

random.shuffle(x)

把序列x中的元素顺序打乱。shuffle直接改变原有的序列。

random.seed(x)

指定随机数种子。在python中，默认用系统时间作为seed

## 61、time模块

方法：

time.time()

返回当前时间的时间戳（1970纪元后经过的浮点秒数）

time.sleep(secs)

让程序暂停secs秒。在抓取网页的时候，适当让程序sleep一下，可以减少短时间内的请求，提高请求的成功率。

## 62、序列化：pickle和cPickle（c语言编写的pickle，比pickle快1000倍）

序列化：将对象状态转换为可保持或传输的格式的过程

eg：

import pickle

data = ['SaveMe!', 123.456, True]

f = open('test.data', 'wb+')

pickle.dump(data, f)

f.close()

注意：

若f = open('test.data', 'w')，则会提示错误：

TypeError: write() argument must be str, not bytes

产生问题的原因是因为pickle存储方式默认是二进制方式

反序列化：从序列化的格式中解析对象状态的过程

eg：

f = open('test.data', 'rb+')

data = pickle.load(f)

f.close()

保存多个对象的两种方法：

一是把这些对象全部放在一个序列中，再对这个序列进行存储

a = 123

b = 'Hello'

data = (a, b)

pickle.dump(data, f)

一是依次保存和提取

pickle.dump(a, f)

pickle.dump(b, f)

## 66、列表解析（列表综合）

通过一个已有的列表生成一个新的列表。

eg：

假设有一个由数字组成的 list，现在需要把其中的偶数项取出来，组成一个新的 list：

list\_1 = [1, 2, 3, 5, 8, 13, 22]

list\_2 = [i for i in list\_1 if i % 2 == 0] # [2, 8, 22]

进一步的，在构建新列表时，还可以对于取出的元素做操作。比如，对于原列表中的偶数项，取出后要除以2，则可以通过 [i / 2 for i in list\_1 if i % 2 == 0] 来实现。输出为 [1, 4, 11]

## 67、函数的参数传递

第1类：def func(arg1, arg2):

调用：

根据调用时提供参数的位置进行匹配，要求实参与行参的数量相等，默认按位置匹配参数。调用时，少参数或者多参数都会引起错误

func(3, 7)

在调用时，也可以根据形参的名称指定实参。但同样，必须提供所有的参数：

func(arg2=3, arg1=7)

第2类：def func(arg1=1, arg2=2, arg3=3):

调用：

提供的参数会按顺序先匹配前面位置的参数，后面未匹配到的参数使用默认值。也可以指定其中的部分参数，或者混合起来用

注意：没有指定参数名的参数必须在所有指定参数名的参数前面，且参数不能重复

第3类：def func(\*args) #可以接受任意数量的参数

调用：

在变量前加上星号前缀（\*），调用时的参数会存储在一个 tuple（元组）对象中，赋值给形参。在函数内部，需要对参数进行处理时，只要对这个 tuple 类型的形参（这里是 args）进行操作就可以了。因此，函数在定义时并不需要指明参数个数，就可以处理任意参数个数的情况。由于tuple 是有序的，所以 args 中元素的顺序受到赋值时的影响。

def calcSum(\*args):

sum = 0

for i in args:

sum += i

print(sum)

calcSum(1,2)

calcSum(1,2,3)

第4类：func(\*\*kargs)

说明：上次说的 func(\*args) 方式是把参数作为 tuple 传入函数内部。而 func(\*\*kargs) 则是把参数以键值对字典的形式传入。

eg：

def printAll(\*\*kargs):

for k in kargs:

print k, ':', kargs[k]

printAll(a=1, b=2, c=3)

调用：

字典是无序的，所以在输出的时候，并不一定按照提供参数的顺序。同样在调用时，参数的顺序无所谓，只要对应合适的形参名就可以了。于是，采用这种参数传递的方法，可以不受参数数量、位置的限制。

混合用法：

定义：

def func(x, y=5, \*a, \*\*b):

print x, y, a, b

调用：

func(1) 1 5 () {}

func(1,2) 1 2 () {}

func(1,2,3) 1 2 (3,) {}

func(1,2,3,4) 1 2 (3, 4) {}

func(x=1) 1 5 () {}

func(x=1,y=1) 1 1 () {}

func(x=1,y=1,a=1) 1 1 () {'a': 1}

func(x=1,y=1,a=1,b=1) 1 1 () {'a': 1, 'b': 1}

func(1,y=1) 1 1 () {}

func(1,2,3,4,a=1) 1 2 (3, 4) {'a': 1}

func(1,2,3,4,k=1,t=2,o=3) 1 2 (3, 4) {'k': 1, 't': 2, 'o': 3}

注意：

在混合使用时，首先要注意函数的写法，必须遵守：

带有默认值的形参(arg=)须在无默认值的形参(arg)之后；

元组参数(\*args)须在带有默认值的形参(arg=)之后；

字典参数(\*\*kargs)须在元组参数(\*args)之后。

可以省略某种类型的参数，但仍需保证此顺序规则。

调用时也需要遵守：

指定参数名称的参数要在无指定参数名称的参数之后；

不可以重复传递，即按顺序提供某参数之后，又指定名称传递。

而在函数被调用时，参数的传递过程为：

1.按顺序把无指定参数的实参赋值给形参；

2.把指定参数名称(arg=v)的实参赋值给对应的形参；

3.将多余的无指定参数的实参打包成一个 tuple 传递给元组参数(\*args)；

4.将多余的指定参数名的实参打包成一个 dict 传递给字典参数(\*\*kargs)。

## 70、lambda表达式

简单实例：

实现三数相加：

sum = lambda a,b,c:a+b+c

print(sum(1,2,3))

说明：定义 lambda 表达式时，参数列表周围没有括号，返回值前没有 return 关键字，也没有函数名称

复杂实例：

把 lambda 表达式用在 def 函数定义中：

def fn(x):

return lambda y:x+y

a = fn(2)

print(a(3))

解释：

这里，fn 函数的返回值是一个 lambda 表达式，也就等于是一个函数对象。当以参数2来调用 fn 时，得到的结果就是：

lambda y: 2 + y

a = fn(2) 就相当于：

a = lambda y: 2 + y

所以 a(3) 的结果就是5。

## 71、变量的作用域

作用域是从变量被定义的位置开始。

在函数内部去改变一些变量的值，并且这些变量在函数外部同样被使用到。怎么办？

方法1：

用 return 把改变后的变量值作为函数返回值传递出来，赋值给对应的变量。

eg：

def func(x):

x = 2

return x

x = 50

x = func(x) #x=2

方法2：

使用“全局变量”。在 Python 的函数定义中，可以给变量名前加上 global 关键字，这样其作用域就不再局限在函数块中，而是全局的作用域

当内部作用域想修改外部作用域的变量时，就要用到global和nonlocal关键字了

eg：修改全局变量的值

x = 50

def func():

global x #需要使用global关键字声明

x = 2

func() #x=2

eg：修改嵌套作用域中的变量，则需要用nonlocal关键字

def outer():

num = 10

def inner():

nonlocal num

num = 100

inner()

print(num) #100

outer()

## 72、map函数

问题1：假设有一个数列，如何把其中每一个元素都翻倍？

三种方法：

lst\_1 = [1,2,3,4,5,6]

#lst\_2 = [i\*2 for i in lst\_1]

#def double\_func(x):

# return x\*2

#lst\_2 = map(double\_func, lst\_1)

lst\_2 = map(lambda x:x\*2, lst\_1)

print(list(lst\_2))

map 是 Python 自带的内置函数，它的作用是把一个函数应用在一个（或多个）序列上，把列表中的每一项作为函数输入进行计算，再把计算的结果以列表的形式返回。

map 的第一个参数是一个函数，之后的参数是序列，可以是 list、tuple

问题2：假设有两个数列，如何求和？

map 中的函数可以对多个序列进行操作。

方法：

lst\_1 = [1,2,3,4,5,6]

lst\_2 = [1,3,5,7,9,11]

lst\_3 = map(lambda x, y: x + y, lst\_1, lst\_2)

print(list(lst\_3)) #[2, 5, 8, 11, 14, 17]

lst\_2 = [1,3,5,7]

print(list(lst\_3)) #[2, 5, 8, 11]

注意：

map 中的函数会从对应的列表中依次取出元素，作为参数使用，同样将结果以列表的形式返回。所以要注意的是，函数的参数个数要与 map 中提供的序列组数相同，即函数有几个参数，就得有几组数据

## 73、reduce函数

map 可以看作是把一个序列根据某种规则，映射到另一个序列。reduce 做的事情就是把一个序列根据某种规则，归纳为一个输出。

eg：

求1累加到100的和：

from functools import reduce

def add(x,y):

return x+y

print(reduce(add, range(101))) #5050

reduce((lambda x, y: x + y), xrange(1, 101), 3) #5053

reduce(function, iterable[, initializer])

第一个参数是作用在序列上的方法，

第二个参数是被作用的序列，这与 map 一致。

第三个参数是可选参数，是初始值。

function 需要是一个接收2个参数，并有返回值的函数。它会从序列 iterable 里从左到右依次取出元素，进行计算。每次计算的结果，会作为下次计算的第一个参数。

提供初始值 initializer 时，它会作为第一次计算的第一个参数。否则，就先计算序列中的前两个值

所以，在对于一个序列进行某种统计操作的时候，比如求和，或者诸如统计序列中元素的出现个数等，可以选择使用 reduce 来实现。

eg：统计序列中元素的出现个数

lst = [1,1,2,3,2,3,3,5,6,7,7,6,5,5,5]

def stat(dic, k):

if dic.get(k) is None:

dic[k] = 1

else:

dic[k] += 1

return dic #注意返回值

print(reduce(stat, lst, {}))

## 74、多线程

\_thread，重命名已废弃的thread（）

start\_new\_thread(function, args[, kwargs])

function 是开发者定义的线程函数，

args 是传递给线程函数的参数，必须是tuple类型，

kwargs 是可选参数。

调用 start\_new\_thread 之后，会创建一个新的线程，来执行 function 函数。而代码原本的主线程将继续往下执行，不再等待 function 的返回。通常情况，线程在 function 执行完毕后结束。

eg：

import urllib.request, \_thread, time

def getContent(i):

d = 1764798 + i

url = ('https://api.douban.com/v2/movie/subject/%d' % d)

content = urllib.request.urlopen(url).read()

print('%d\n%s\n\n\n' % (d, content))

data.append(content)

data = []

for i in range(3):

\_thread.start\_new\_thread(getContent, (i,)) #元组中只包含一个元素时，需要在元素后面添加逗号，否则括号会被当作运算符使用

time.sleep(70000)

threading推荐使用

## 75、Set（集合）

集合（set）是一个无序不重复元素的序列。基本功能是进行成员关系测试和删除重复元素。

可以使用大括号 { } 或者 set() 函数创建集合，注意：创建一个空集合必须用 set() 而不是 { }，因为 { } 是用来创建一个空字典。

创建格式：

parame = {value01,value02,...}

或者

set(value)

eg：

#!/usr/bin/python3

student = {'Tom', 'Jim', 'Mary', 'Tom', 'Jack', 'Rose'}

print(student) # 输出集合，重复的元素被自动去掉

# {'Mary', 'Jim', 'Rose', 'Jack', 'Tom'}

# 成员测试

if('Rose' in student) :

print('Rose 在集合中') Rose 在集合中

else :

print('Rose 不在集合中')

# set可以进行集合运算

a = set('abracadabra')

b = set('alacazam')

print(a) #{'b', 'a', 'c', 'r', 'd'}

print(a - b) # a和b的差集 #{'b', 'd', 'r'}

print(a | b) # a和b的并集 #{'l', 'r', 'a', 'c', 'z', 'm', 'b', 'd'}

print(a & b) # a和b的交集 #{'a', 'c'}

print(a ^ b) # a和b中不同时存在的元素 #{'l', 'r', 'z', 'm', 'b', 'd'}

## 76、小知识

1、/除：21 / 10 输出结果 2.1

//取整除-返回商的整数部分。9//2 输出结果 4 , 9.0//2.0 输出结果 4.0

2、print ("1 - c 的值为：", 3)

3、[id()](http://www.runoob.com/python/python-func-id.html" \t "_blank) 函数用于获取对象内存地址

4、\_\_name\_\_属性：

一个模块被另一个程序第一次引入时，其主程序将运行。如果我们想在模块被引入时，模块中的某一程序块不执行，我们可以用\_\_name\_\_属性来使该程序块仅在该模块自身运行时执行。

if \_\_name\_\_ == '\_\_main\_\_':

print('程序自身在运行')

else:

print('我来自另一模块')

5、预定义的清理行为

关键词 with 语句就可以保证诸如文件之类的对象在使用完之后一定会正确的执行他的清理方法。就算在处理过程中出问题了，文件总是会关闭。

with open(r'C:\Users\Suo\Desktop\new 2.txt') as f:

for line in f:

print(line)

6、类的私有属性与私有方法：

私有属性：

\_\_private\_attrs：两个下划线开头，声明该属性为私有，不能在类地外部被使用或直接访问。在类内部的方法中使用时 self.\_\_private\_attrs。

私有方法：

\_\_private\_method：两个下划线开头，声明该方法为私有方法，只能在类的内部调用 ，不能在类地外部调用。self.\_\_private\_methods。

7、'tea for too'.replace('too', 'two') # 'tea for two'

## 77、迭代器与生成器

迭代器：

迭代器对象从集合的第一个元素开始访问，直到所有的元素被访问完结束迭代器只能往前不能后退。字符串、列表、元组对象都可用于创建迭代器。

eg：

两个基本方法：iter()和next()：

li = [1, 2, 3, 4]

it = iter(li)

print(next(it)) #1

print(next(it)) #2

迭代器对象可以使用常for语句进行遍历：

for x in it:

print(x)

也可以使用next()：

while True:

try:

print(next(it))

except StopIteration:

sys.exit()

生成器：

使用了yield的函数被称为生成器。生成器是一个返回迭代器的函数，只能用于迭代操作。

在调用生成运行的过程中，每次遇到yield时，函数会暂停并保存当前所有的运行信息，返回yield的值。并在下一次执行next()方法时从当前位置继续运行。

eg：使用yield实现斐波那契数列：

def fibonacci(n):

a, b, counter = 0,1,0

while True:

if counter>n:

print(counter)

return

yield a

a, b = b, a+b

counter += 1

print('%d %d %d' % (a,b,counter))

f = fibonacci(10)

while True:

try:

print(next(f))

except StopIteration:

sys.exit()

## 78、OS文件/目录方法

os.listdir(strDir)

返回指定的文件夹包含的文件或文件夹的名字的列表。这个列表以字母顺序。 它不包括 '.' 和'..' 即使它在文件夹中

os.path.join(strDirPath, strPath)

获取组合路径

os.path.isdir(path)

是否是目录

os.path.splitext(r'D:\img\1.png')

('D:\\img\\1', '.png')

eg：搜索指定目录的所有文件

方法1：深度优先搜索（用栈）：

import os,queue

data = []

def DepthFirstSearch(strDirPath):

fileList = os.listdir(strDirPath)

for strPath in fileList:

pathTmp = os.path.join(strDirPath, strPath) #获取组合路径

if os.path.isdir(pathTmp):

DepthFirstSearch(pathTmp)

else:

data.append(pathTmp)

方法2：广度优先搜索（用队列）

data = []

subDirList = queue.Queue()

def PutList2Queue(strDir, listTmp):

for tmp in listTmp:

strTmp = os.path.join(strDir, tmp)

subDirList.put(strTmp)

def BreadthFirstSearch(strDirPath):

PutList2Queue(strDirPath, os.listdir(strDirPath))

while not subDirList.empty():

pathTmp = subDirList.get()

if os.path.isdir(pathTmp):

PutList2Queue(pathTmp, os.listdir(pathTmp))

else:

data.append(pathTmp)
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## 79、标准库概览

操作系统接口

import os

print(os.getcwd()) # 返回当前的工作目录

os.chdir(r'C:\Users\Suo\Desktop') # 修改当前的工作目录

os.system('mkdir today') # 执行系统命令 mkdir

日常的文件和目录管理任务

import shutil

shutil.copyfile('city.py', 'citycode.txt')

shutil.move('test.data', r'C:\Users\Suo\Desktop\a.data')

文件通配符：glob模块提供了一个函数用于从目录通配符搜索中生成文件列表

import glob

print(glob.glob('\*.txt')) # ['citycode.txt', 'guessgame.txt', 'text.txt']

命令行参数：

import sys

print(sys.argv)

日期和时间

from datetime import date

print(date.today())

数据压缩

以下模块直接支持通用的数据打包和压缩格式：zlib，gzip，bz2，zipfile，以及 tarfile：

import zlib

s = b'witch which has which witches wrist watch' #len(s)=42

t = zlib.compress(s) #len(t) = 37

t = zlib.decompress(t)

print(zlib.crc32(s))

## 80、安装Python插件

在命令行(以管理员身份运行)中输入：python -m pip install 模块名

eg：

读excel模块：

python -m pip install xlrd

下载地址：https://pypi.python.org/pypi/xlrd

写excel模块：

python -m pip install xlwt

下载地址：https://pypi.python.org/pypi/xlwt

修改excel模块：

python -m pip install xlutils

下载地址：https://pypi.python.org/pypi/xlutils